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Sprawozdanie

Wyszukano i sklonowano repozytorium wykorzystujące meson jako narzędzie typu Makefile. https://github.com/sandervalstar/meson\\_test
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Konieczne było zainstalowanie narzędzia meson: ![](RackMultipart20220407-4-11ks7c2\_html\_9d077fefbbdbc59d.png)

Z jego pomocą możliwe było zbudowanie projektu i wykonanie testów.
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Kolejnym krokiem było zdalne połączenie się z maszyną wirtualną wykorzystując ssh (analogicznie do poprzednich zajęć). Uruchomiono kontener z obrazem Debiana, sklonowano repozytorium, jednak zbudowanie go i wykonanie testów było niemożliwe.
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Konieczne było doinstalowanie gita, mesona, gcc i build-essential.
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Po czym udało się wykonać pożądane operacje

Build:
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I testy:
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Kolejnym krokiem było stworzenie dwóch plików Dockerfile, gdzie pierwszy miał buildować projekt a drugi będący jego kontynuacją wykonywał testy. Umożliwiło to automatyzację całego procesu. ![](RackMultipart20220407-4-11ks7c2\_html\_3d8f2c342bbaca6f.png)
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Zbudowano pierwszy kontener:
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I uruchomiono:
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Wykonano testy:
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Kod pierwszego dockerfile&#39;a:

![](RackMultipart20220407-4-11ks7c2\_html\_7e8f2f033feb918d.png)

A następnie zbudowano i uruchomiono drugi kontener:
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Poprawnie zbudowany i uruchomiony kontener przeszedł testy i uzyskał własne id, różne od obrazu.
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Kontener pozwala korzystać z wcześniej określonych zasobów dzięki temu, jest tworzony w oparciu o obraz. Dzięki temu każdy kontener stworzony z konkretnego obrazu zawiera te same biblioteki, programy, pakiety jednak jest odizolowany.